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**Write a C program to implement the following operations on Singly Linked List.**

1. **Insert a node in the beginning of a list.**
2. **Insert a node after P**
3. **Insert a node at the end of a list**
4. **Find an element in a list**
5. **FindNext**
6. **FindPrevious**
7. **isLast**
8. **isEmpty**
9. **Delete a node in the beginning of a list.**
10. **Delete a node after P**
11. **Delete a node at the end of a list**
12. **Delete the List**

**Algorithm:**

**STEP 1: start**

**STEP 1**Define a structure to represent a node in the linked list. Each node should contain a data field to hold the value and a pointer field to point to the next node.

**STEP 1**Write a function to create a new node with a given data value. This function should allocate memory for the node, set its data field, and initialize its next pointer to NULL.

**STEP 1**Write a function to insert a new node at the beginning of the linked list. This function should take the address of the head pointer and the data value to be inserted. It should create a new node, set its next pointer to the current head, and update the head pointer to point to the new node.

**STEP 1**Write a function to insert a new node at the end of the linked list. This function should traverse the list until it reaches the last node, then create a new node with the given data value and add it after the last node.

**STEP 1**: Write a function to delete a node with a given data value from the linked list. This function should handle cases where the node to be deleted is the first node, an intermediate node, or the last node in the list.

**STEP 1**: Write a function to search for a given data value in the linked list. This function should traverse the list, comparing each node's data value with the target value until it finds a match or reaches the end of the list.

**STEP 1**Write a function to traverse the entire linked list and print its elements. This function should start from the head node and iterate through each node, printing its data value until it reaches the end of the list.

**STEP 1:stop**

**Program:**

#include <stdio.h>

#include<malloc.h>

void createfnode(int ele);

void insertfront(int ele);

void insertend(int ele);

void display();

//type declaration of a node

struct node

{

    int data;

    struct node\* next;

};

struct node\* head = NULL;

struct node \*newnode;

void insertfront(int ele)

 {

 newnode=(struct node\*)malloc(sizeof(struct node));

 if(newnode!=NULL)

 { newnode->data=ele;

     if(head!=NULL)

     {

        newnode->next=head;

        head=newnode;

     }

     else

     {

         newnode->next=NULL;

         head=newnode;

     }

  }

  }

   void insertend(int ele)

  {

    newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode!=NULL)

    {

        newnode->data=ele;

        newnode->next=NULL;

     if(head!=NULL)

     {

         struct node \*t;

         t=head;

         while(t->next!=NULL)

         {

             t=t->next;

         }

        newnode->next=NULL;

        t->next=newnode;

     }

     else

     {

         head=newnode;

     }

  }

  }

  int listsize()

  {

      int c=0;

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          c=c+1;

          t=t->next;

      }

      printf("\n The size of the list is %d:\n",c);

      return c;

  }

  void insertpos(int ele,int pos)

  {

     int ls=0;

     ls=listsize();

     if(head == NULL && (pos <= 0 || pos > 1))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

     // if the list is not empty and the position is out of range

    if(head != NULL && (pos <= 0 || pos > ls))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

     struct node\* newnode = NULL;

   newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode != NULL)

    {

        newnode->data=ele;

        struct node\* temp = head;

        //getting the position-1 node

        int count = 1;

        while(count < pos-1)

        {

            temp = temp -> next;

            count += 1;

        }

         //if the position is 1 then insertion at the beginning

        if(pos == 1)

        {

            newnode->next = head;

            head = newnode;

        }

        else

        {

            newnode->next = temp->next;

            temp->next = newnode;

        }

    }

}

void findnext(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL&&temp->next==NULL)

    {

        printf("No next element ");

    }

    else

    {

        while(temp->data!=s)

        {

            temp=temp->next;

        }

                printf("\nNext Element of %d is %d\n",s,temp->next->data);

    }

}

void findprev(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL)

    {

        printf("List is empty ");

    }

    else

    {

        while(temp->next->data!=s)

        {

            temp=temp->next;

          }

          printf("\n The previous ele of %d is %d\n",s,temp->data);

    }

}

void find(int s)

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->data!=s && temp->next!=NULL)

            {

                temp=temp->next;

            }

            if(temp!=NULL && temp->data==s)

            {

      printf("\n Searching ele %d is present in the addr of %p",temp->data,temp);

    }

    else

    {

        printf("\n Searching elem %d is not present",s);

    }

}

}

void isempty()

{

    if(head==NULL)

    {

        printf("\nList is empty\n");

    }

    else

    {

        printf("\nList is not empty\n");

    }

}

void deleteAtBeginning()

{

    struct node \*t;

      t=head;

      head=t->next;

}

void deleteAtEnd()

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->next->next!=NULL)

            {

                temp=temp->next;

            }

           temp->next=NULL;

    }

}

  void display()

  {

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          printf("%d\t",t->data);

          t=t->next;

      }

  }

  void delete(int ele)

{

    struct node \*t;

    t=head;

    if(t->data==ele)

    {

        head=t->next;

    }

    else

    {

    while(t->next->data!=ele)

    {

        t=t->next;

    }

    t->next=t->next->next;

 }

}

int main()

{

    do

    {

    int ch,a,pos;

    printf("\n Choose any one operation that you would like to perform\n");

    printf("\n 1.Insert the element at the beginning");

    printf("\n 2.Insert the element at the end");

    printf("\n 3. To insert at the specified position");

    printf("\n 4. To view list");

    printf("\n 5.To view list size");

    printf("\n 6.To delete first element");

    printf("\n 7.To delete last element");

    printf("\n 8.To find next element");

    printf("\n 9. To find previous element");

    printf("\n 10. To find search for an element");

    printf("\n 11. To quit");

    printf("\n Enter your choice\n");

    scanf("%d",&ch);

        switch(ch)

        {

        case 1:

        printf("\n Insert an element to be inserted at the beginning\n");

        scanf("%d",&a);

        insertfront(a);

        break;

        case 2:

         printf("\n Insert an element to be inserted at the End\n");

        scanf("%d",&a);

        insertend(a);

        break;

        case 3:

         printf("\n Insert an element and the position to insert in the list\n");

        scanf("%d%d",&a,&pos);

        insertpos(a,pos);

        break;

        case 4:

        display();

        break;

        case 5:

        listsize();

        break;

        case 6:

        printf("\n Delete an element to be in the beginning\n");

        deleteAtBeginning();

        break;

        case 7:

        printf("\n Delete an element to be at the end\n");

        deleteAtEnd();

        break;

        case  8:

        printf("\n enter the element to which you need to find next ele in the list\n");;

        scanf("%d",&a);

        findnext(a);

        break;

        case 9:

        printf("\n enter the element to which you need to find prev ele in the list\n");;

        scanf("%d",&a);

        findprev(a);

        break;

        case 10:

        printf("\n enter the element to find the address of it\n");;

        scanf("%d",&a);

        find(a);

        break;

        case 11:

        printf("Ended");

           exit(0);

        default:

        printf("Invalid option is chosen so the process is quit");

        }

    }while(1);

 return 0;

}

Output:
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| Ex. No.:2 | **Implementation of DoublyLinkedList** | Date: 06/03/24 |

**Write a C program to implement the following operations on Doubly Linked List.**

1. **Insertion**
2. **Deletion**
3. **Search**
4. **Display**

**Algorithm:**

**Step1:start**

**Step 2:**Specify the structure of a list node.

Step 3 :Declare a variable to maintain track of the list's head node.

Step 4:Create a new node by implementing a function.

Step5:Create a function to add a new node to the list.

Step6:Create a function to remove a node from the list.

Step7:stop

**Implementation of doubly linked list**

#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
        struct node \*prev;  
        int data;  
        struct node \*next;  
};  
struct node \*createnode(int data)  
{  
        struct node \*newnode=malloc(sizeof(struct node));  
        newnode->prev=NULL;  
        newnode->data=data;  
        newnode->next=NULL;  
        return newnode;  
}  
struct node \*addToBeginning(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head!=NULL)  
        {  
                head->prev=head;  
        }  
        newnode->next=head;  
        return newnode;  
}  
struct node \*addToEnd(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head==NULL)  
        {  
                return newnode;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        temp->next=newnode;  
        newnode->prev=temp;  
        return head;  
}  
struct node \*addToMiddle(struct node \*head,int pos,int data)  
{  
        if(head==NULL||pos<=0)  
        {  
                printf("Invalid position\n");  
                return head;  
        }  
        struct node \*newnode=createnode(data);  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        newnode->next=temp->next;  
        newnode->prev=temp;  
        if(temp->next!=NULL)  
        {  
                temp->next->prev=newnode;  
        }

 temp->next=newnode;  
        return head;  
}  
struct node \*deleteFromBeginning(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        head=head->next;  
        if(head!=NULL)  
        {  
                head->prev=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromEnd(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        if(temp->prev!=NULL)  
        {  
                temp->prev->next=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromMiddle(struct node \*head,int pos)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        if(temp==head)  
        {  
                head=deleteFromBeginning(head);  
        }  
        else if(temp->next==NULL)  
        {  
                head=deleteFromEnd(head);  
        }  
        else

 {  
                temp->prev->next=temp->next;  
                temp->next->prev=temp->prev;  
                free(temp);  
        }  
        return head;  
}  
void printList(struct node \*head)  
{  
        struct node \*temp=head;  
        while(temp!=NULL)  
        {  
                printf("%d",temp->data);  
                temp=temp->next;  
        }  
        printf("NULL\n");  
}  
struct node \*findElement(struct node \*head,int key)  
{  
        struct node \*current=head;  
        while(current!=NULL)  
        {  
                if(current!=NULL)  
                {  
                        printf("Element %d found in the list\n",key);  
                        return current;  
                }  
                current=current->next;  
        }  
        printf("Element not found");  
        return NULL;  
}  
int main()  
{  
        struct node \*head=NULL;  
        int choice,data,pos;  
        printf("\n1.Add to beginning");  
        printf("\n2.Add to end");  
        printf("\n3.Add to middle");  
        printf("\n4.Delete from beginning");  
        printf("\n5.Delete from end");  
        printf("\n6.Delete from middle");  
        printf("\n7.Search element");  
        printf("\n8.Dispaly");  
        printf("\n9.Exit");  
        while(1)  
        {  
                printf("\nEnter your choice: ");  
                scanf("%d",&choice);  
                switch(choice)  
                {  
                        case 1:  
                                {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToBeginning(head,data);  
                                break;  
                                }  
                        case 2:  
                                {

 {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToEnd(head,data);  
                                break;  
                                }  
                        case 3:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                printf("\nEnter data: ");  
                                scanf("%d",&data);  
                                head=addToMiddle(head,pos,data);  
                                break;  
                                }  
                        case 4:  
                                {  
                                head=deleteFromBeginning(head);  
                                break;  
                                }  
                        case 5:  
                                {  
                                head=deleteFromEnd(head);  
                                break;  
                                }  
                        case 6:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                head=deleteFromMiddle(head,pos);  
                                break;  
                                }  
                        case 7:  
                                {  
                                printf("Enter element: ");  
                                scanf("%d",&data);  
                                head=findElement(head,data);  
                                break;  
                                }  
                        case 8:  
                                {  
                                printf("List:");  
                                printList(head);  
                                break;  
                                }  
                        case 9:  
                                {  
                                exit(0);  
                                }  
                        default:  
                                {  
                                printf("Invalid choice\n");  
                                }  
                }  
                return 0;  
        }  
}

**Output:**
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|  |  |  |
| --- | --- | --- |
| Ex. No.:03 | **Polynomial Manipulation** | Date: 13/3/24 |

**Write a C program to implement the following operations on Singly Linked List.**

1. **Polynomial Addition**
2. **Polynomial Subtraction**
3. **Polynomial Multiplication**

ALGORITHM:

Step1:start

Step 2:Create a Node structure with:int coeff (coefficient)int pow (power/exponent)struct Node\* next (pointer to the next node)

step 3:Create a Polynomial structure with: Node\* head (pointer to the first node)

step 4:Define a function Node\* createNode(int coeff, int pow):Allocate memory for a new node using malloc.Set the coeff and pow fields.Initialize the next pointer to NULL.return the new node.

Step 5:Define a function void insertNode(Polynomial\* poly, int coeff, int pow):Create a new node using createNode.If the polynomial is empty or the new node's power is greater than the head's power:Set the new node's next pointer to the current head.Update the head to the new node.Otherwise, traverse the list to find the correct position:nsert the new node maintaining the order of powers.

Step 6:Define a function Polynomial addPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.Use two pointers to traverse both input polynomials.

Step7:While traversing both lists:If powers are equal, add coefficients and insert the sum into the result polynomial.If one power is greater, insert the corresponding node into the result polynomial and move the pointer.Append remaining nodes from the non-exhausted polynomial.

Step8:Define a function Polynomial multiplyPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.For each term in the first polynomial, multiply by each term in the second polynomial.Insert the product term into the result polynomial:combine like terms (terms with the same power).

Step9:Define a function void printPolynomial(Polynomial\* poly):Initialize a pointer to the head of the polynomial.Traverse the list:rint each term in the format coeff\*x^pow.Move to the next node.

Step10:stop

**Program:**

void Addition(struct node \*Poly1, struct node \*Poly2, struct node \*Result)

{

struct node \*Position;

struct node \*NewNode;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

Result->Next = NULL;

Position = Result;

while (Poly1 != NULL && Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if (Poly1->pow == Poly2->pow)

{

NewNode->coeff = Poly1->coeff + Poly2->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

Poly2 = Poly2->Next;

}

else if (Poly1->pow > Poly2->pow)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

else if (Poly1->pow < Poly2->pow)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

while (Poly1 != NULL || Poly2 != NULL)

{

NewNode = malloc(sizeof(struct node));

if (Poly1 != NULL)

{

NewNode->coeff = Poly1->coeff;

NewNode->pow = Poly1->pow;

Poly1 = Poly1->Next;

}

if (Poly2 != NULL)

{

NewNode->coeff = Poly2->coeff;

NewNode->pow = Poly2->pow;

Poly2 = Poly2->Next;

}

NewNode->Next = NULL;

Position->Next = NewNode;

Position = NewNode;

}

}

}

**Output:**
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**Program 2**

#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
    int coeff;  
    int expo;  
    struct node \*next;  
};  
  
struct node\* insert(struct node \*head,int co,int exp)  
{  
    struct node \*temp;  
    struct node \*newnode=malloc(sizeof(struct node));  
    newnode->coeff=co;  
    newnode->expo=exp;  
    newnode->next=NULL;  
  
    if(head==NULL || exp>head->expo)  
    {  
        newnode->next=head;  
        head=newnode;  
    }  
    else  
    {  
        temp=head;  
        while(temp->next!=NULL &&temp->next->expo>=exp)  
            temp=temp->next;  
        newnode->next=temp->next;  
        temp->next=newnode;  
    }  
    return head;  
}  
struct node\* create(struct node \*head)  
{  
    int n,i;  
    int coeff;  
    int expo;  
    printf("Enter the no of terms:");  
    scanf("%d",&n);  
    for(i=0;i<n;i++)  
    {  
        printf("Enter the coeefficient for term %d:",i+1);  
        scanf("%d",&coeff);  
  
        printf("Enter the exponent for term %d:",i+1);  
        scanf("%d",&expo);  
  
        head=insert(head,coeff,expo);  
    }

    return head;  
}  
    void print(struct node\* head)  
    {  
        if(head==NULL)  
            printf("No Polynomial");  
        else  
        {  
            struct node \*temp=head;  
            while(temp!=NULL)  
            {  
                printf("%dx^%d",temp->coeff,temp->expo);  
                temp=temp->next;  
                if(temp!=NULL)  
                    printf("+");  
                else  
                    printf("\n");  
            }  
        }  
    }  
  
    void polyAdd(struct node \*head1, struct node \*head2)  
    {  
        struct node \*ptr1=head1;  
        struct node \*ptr2=head2;  
        struct node \*head3=NULL;  
        while(ptr1!=NULL && ptr2!=NULL)  
        {  
            if(ptr1->expo == ptr2->expo)  
            {  
            head3=insert(head3,ptr1->coeff+ptr2->coeff,ptr1->expo);  
                ptr1=ptr1->next;  
                ptr2=ptr2->next;  
            }  
            else if(ptr1->expo > ptr2->expo)  
            {  
                head3=insert(head3,ptr1->coeff,ptr1->expo);  
                ptr1=ptr1->next;  
            }  
            else if(ptr1->expo < ptr2->expo)  
            {  
                head3=insert(head3,ptr2->coeff,ptr2->expo);  
                ptr2=ptr2->next;  
            }  
        }  
        while(ptr1!=NULL)  
        {  
            head3=insert(head3,ptr1->coeff,ptr1->expo);  
            ptr1=ptr1->next;  
        }  
        while(ptr2!=NULL)  
        {  
            head3=insert(head3,ptr2->coeff,ptr2->expo);  
            ptr2=ptr2->next;  
        }  
       printf("Added Polynomial is: ") ;  
       print(head3);  
    }  
    int main()  
    {  
        struct node \*head1=NULL;  
                                     struct node \*head2=NULL;

        printf("Enter first polynomial\n");  
        head1=create(head1);  
        printf("Enter second polynomial\n");  
        head2=create(head2);  
        polyAdd(head1,head2);  
        return 0;  
  
    }

**Output:**

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| Ex.No.: 04 | **Implementation of Stack using Array and Linked List Implementation** | Date:20/3/24 |

**Write a C program to implement a stack using Array and linked List implementation and execute the following operation on stack.**

1. **Push an element into a stack**
2. **Pop an element from a stack**
3. **Return the Top most element from  a stack**
4. **Display the elements in a stack**

**Algorithm:**

Step 1: Start the program.

Step 2: For Push operation, check for stack overflow

Step 3: If Top>=N then print stack overflow else increment Top and insert the

            element.

Step 4: For Pop operation, check for underflow of the stack.

Step 5: If Top=0 then print stack underflow else decrement Top and delete the

           element

Step 6: Stop the program.

**Program:**

**Implementation of Stack Using Linked List**

#include <stdio.h>

#include <stdlib.h>

struct Node

{

int Data;

struct Node \*next;

}\*top;

void popStack()

{

struct Node \*temp, \*var=top;

if(var==top)

{

top = top->next;

free(var);

}

else

printf("\nStack Empty");

}

void push(int value)

{

struct Node \*temp;

temp=(struct Node \*)malloc(sizeof(struct Node));

temp->Data=value;

if (top == NULL)

{

top=temp;

top->next=NULL;

}

else

{

temp->next=top;

top=temp;

}

}

void display()

{

struct Node \*var=top;

if(var!=NULL)

{

printf("\nElements are as:\n");

while(var!=NULL)

{

printf("\t%d\n",var->Data);

var=var->next;

}

printf("\n");

}

else

printf("\nStack is Empty");

}

int main()

{

int i=0;

top=NULL;

clrscr();

printf(" \n1. Push to stack");

printf(" \n2. Pop from Stack");

printf(" \n3. Display data of Stack");

printf(" \n4. Exit\n");

while(1)

{

printf(" \nChoose Option: ");

scanf("%d",&i);

switch(i)

{

case 1:

{

int value;

printf("\nEnter a value to push into Stack: ");

scanf("%d",&value);

push(value);

break;

}

case 2:

{

popStack();

printf("\n The last element is popped");

break;

}

case 3:

{

display();

break;

}

case 4:

{

struct Node \*temp;

while(top!=NULL)

{

temp = top->next;

free(top);

top=temp;

}

exit(0);

}

default:

{

printf("\nwrong choice for operation");

}}}}

**Output:**

![](data:image/png;base64,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)

**Implementation of Stack using Array**

**Program 2:**

#include<stdio.h>

int stack[100],choice,n,top,x,i;

void push(void);

void pop(void);

void display(void);

int main()

{

    top=-1;

    printf("\n Enter the size of STACK[MAX=100]:");

    scanf("%d",&n);

    printf("\n\t STACK OPERATIONS USING ARRAY");

    printf("\n\t--------------------------------");

    printf("\n\t 1.PUSH\n\t 2.POP\n\t 3.DISPLAY\n\t 4.EXIT");

    do

    {

        printf("\n Enter the Choice:");

        scanf("%d",&choice);

        switch(choice)

        {

            case 1:

            {

                push();

                break;

            }

            case 2:

            {

                pop();

                break;

            }

            case 3:

            {

                display();

                break;

            }

            case 4:

            {

                printf("\n\t EXIT POINT ");

                break;

            }

            default:

            {

                printf ("\n\t Please Enter a Valid Choice(1/2/3/4)");

            }

        }

    }

    while(choice!=4);

    return 0;

}

void push()

{

    if(top>=n-1)

    {

        printf("\n\tSTACK is over flow");

    }

    else

    {

        printf(" Enter a value to be pushed:");

        scanf("%d",&x);

        top++;

        stack[top]=x;

    }

}

void pop()

{

    if(top<=-1)

    {

        printf("\n\t Stack is under flow");

    }

    else

    {

        printf("\n\t The popped elements is %d",stack[top]);

        top--;

    }

}

void display()

{

    if(top>=0)

    {

        printf("\n The elements in STACK \n");

        for(i=top; i>=0; i--)

            printf("\n%d",stack[i]);

        printf("\n Press Next Choice");

    }

    else

    {

        printf("\n The STACK is empty");

    }

}

**Output:**
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| **Ex. No.:05** | **Infix to Postfix Conversion** | **Date: 27/3/24** |

**Write a C program to perform infix to postfix conversion using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Get the infix expression as input.

Step 3: Read the input from left to right.

 Step 4: If the input is operand then place it in the postfix expression.

Step 5: Else if the input symbol is an operator then check for the operator type and

also the precedence, pop entries from the stack and place them in the

postfix expression until the lowest priority operator is encountered.

Step 6: ‘(‘symbol will be popped from stack only when we get a ‘)’ symbol.

Step 7: When the input is completely read then pop the elements in stack until it

becomes empty.

 Step 8: Display the postfix expression.

Step 9: Stop the program.

**Program:**

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

int top=0,st[20];

char inf[40],post[40];

void postfix();

void push(int);

char pop();

void main()

{

clrscr();

printf("Enter the infix expression:");

scanf("%s",inf);

postfix();

getch();

}

void postfix()

{int i,j=0;

for(i=0;inf[i]!=0;i++)

{switch(inf[i])

{

case '+':while(st[top]>=1)

post[j++]=pop();

push(1);

break;

case '-':while(st[top]>=1)

post[j++]=pop();

push(2);

break;

case '\*':while(st[top]>=3)

post[j++]=pop();

push(3);

break;

case '/':while(st[top]>=4)

post[j++]=pop();

push(4);

break;

case '^':

post[j++]=pop();

push(5);

break;

case '(':push(0);

break;

case ')':while(st[top]!=0)

post[j++]=pop();

top--;

break;

default:

post[j++]=inf[i];

}}

while(top>0)

post[j++]=pop();

printf("\nPostfix expression is =>\n\t\t%s",post);

}void push(int ele)

{

top++;

st[top]=ele;

}char pop()

{int el;

char e;

el=st[top];

top--;

switch(el)

{case 1:

e='+';

break;

case 2:

e='-';

break;

case 3:

e='\*';

break;

case 4:

e='/';

break;

case 5:

e='^';

break;

}return(e);

}

**Output:** ![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.: 06** | **Evaluating Arithmetic Expression** | **Date:** |

**Write a C program to evaluate Arithmetic expression using stack.**

**Algorithm:**

Step 1: Start the program.

Step 2: Read the postfix expression from left to right

Step 3: If the symbol read is an operand then push it onto the stack

Step 4: If the operator is read POP two operands and perform arithmetic

operations if operator is

+ then result=operand 1 + operand 2

- then result=operand 1 - operand 2

\* then result=operand 1 \* operand 2

/ then result=operand 1 / operand 2

Step 5: Push the result onto the stack

Step 6: Repeat steps 2-5 till the postfix expression is not over

Step 7: Stop the program.

**Program:**

#include <stdio.h>

#include <string.h>

int top = -1;

int stack[100];

void push (int data) {

stack[++top] = data;

}

int pop () {

int data;

if (top == -1)

return -1;

data = stack[top];

stack[top] = 0;

top--;

return (data);

}

int main()

 {

char str[100];

int i, data = -1, operand1, operand2, result;

printf("Enter ur postfix expression:");

fgets(str, 100, stdin);

for (i = 0; i < strlen(str); i++)

 {

if (isdigit(str[i]))

{

data = (data == -1) ? 0 : data;

data = (data \* 10) + (str[i] - 48);

continue;

}

if (data != -1)

 {

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop();

operand1 = pop();

if (operand1 == -1 || operand2 == -1)

break;

switch (str[i])

{

case '+':

result = operand1 + operand2;

push(result);

break;

case '-':

result = operand1 - operand2;

push(result);

break;

case '\*':

result = operand1 \* operand2;

push(result);

break;

case '/':

result = operand1 / operand2;

push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]);

else

printf("u have given wrong postfix expression\n");

return 0;

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAa0AAAAgCAIAAAAubbDSAAAAAXNSR0IArs4c6QAACMRJREFUeF7tnb2O6joQx33vY6BoJdo8AELbUG1FR0FDQZ0KOgpqCjqoUlNsQ0FHRbXNEeIB0q6EIl7j3vFXYieeBAcWzu5OiqOzIR6Pf/4am/gPY3QRASJABIgAESACRIAIEAEiQASIABH4iwiE0WYThU9wCDI+FK5N9AQ/vm2W/UUGcLPo58XoLw7PqdEnkfy68oZhvx8tNhsHz1DcPxyu7DxZXW0WdmfztMMRQ8cxq7uSesj9F72skHGDfBkD0oeDnbeXnfvxvHtTg6ItnjEKioJYY7D4o7Z8Hm2g1tZ3eAAtL8f1vJr7Duju5iMMYoVIwbzTX9SOSryq+qKXhaLasknL0w6MalGfmwBr8v/VZRRdSmXWN+Mdz3zzzgpW7Ck3J3MFB+XtzTzvVrPakF8wWPbf36F/XUm4YZbE43EsB0cxfeloJwMvPhi0OlMdReY1EuaxkTnvifmLT+ZqVqycR2W+0maWUHrrZUe6H+l52J6I+fQp3c9bqJwR8uJu1HyAl5f7sx60Wp21sqXnD+moKHLOWQfevGjqgbp40ckTsVNRXpQbUl9uDhifrGIK5S08r0cCtF0pUqFgVzumifbwGhw/EpXuMw1ejWjc1b6hZc/34vkk+TjmT/jaSfbxx2d71G11hr32ZxxLm/glutS+/LlvvoL0LNiO40/LWAM7TmfvZcd/OFL9ezRIl3ENzKbGr0iXL43tSJDf1zMojHBmr3XGR9HCiIygjy2MuJL3RTEdw8gQin/xy1pxFEZ9HzvC/UjnlVu1tiD4WKCGKzlvS9fgNgxjmY+V8aA7fHZMbgqonGTqV1UoT8QOVl4xZjj4Y/YxDhV8OLHSzk4FZ6xdgRl0HCzN/9aN69YxerC1XGtgR9RA5LOXpTqZWeu++eZBrL0m97WjINyR5xWDTO0jfsGgaNJ1cURtnqwYD152k7e31amU8LRVM+j+T1pjNYy6HR0ZwYy+nnY6gTlBX3ZLPh3DcJ+If5tePnYux/dY5wUhgIgYwM90m886CZSs2xODXxJv0+5UBnezIVsteVx8zwsCg8k2gEB63T1OAEal7QqeqB1XeXUmRW64fYyDHx+cM3iEt6tk/gZXDZubKgWCfhFU3dAGWZsdV+M4Xm6DXk0Qql2FOnt7m0yObNi497YDWHuIZRisQjrTxnZuovdVifsQDBrdUk3d9jcXYpWQRW3TTmugVmJXLR9cnjvXxfu5WBE3vJJzetnxNpxfX9maG3pZnQwICO8nk+WRTWf1+6S+XoTt1xa7XC4saNdtB1fy9LCDuVhlH+Pw5Xw8ebaCtpEiPdcm5xsfo/N7cQ7ytrOH1TCfOfdz14IXdSNJ4vcj6/b0A3757sUUIdrn7nKCcTgbyf3s4JTuZae2HooPhNEw2L3bgUFeXF1sMZ6ICYVfq5OI3m6aNp3joHLuuu9Aghe548x31ORymAdW2X6wNwk7gbQOG4qbaecGU63uKF8X97rpHwCZxMdgmG/chfmuSL6PDjHkmV2sflUur7dfMJOtIcycjMfjLRuu6+ZzlCdux1Ve1E3UPsahkk8pG5xzJTiP/cH9+47JVgiLpJGs3YpLjIGMj4EwfpgrS0873vWec4MWPRq0dLu6V75/mx1vQCwsBYP+Nhql+CdLxTvVoGUbOa3e5p/6Pv+DLQ5iPIIBWM5CsH02g7iU3zqtlmrtbN7mQU+6FZ/A1pQ1mHGDNS1WWwfjEJcNOiLftq8daH9suw2GwlHbT1gaDaT7lx0skaQ7MAEEadAR9+3n3eWFPSKLnCpYsbywCqzliVRijjnjCV7K+irXC1LeCv4O+1C7GAfkvru8AilfghY4Z+3N2a7ERia0FquNFDOAZYdeuEAG64HVMtHuUGroZh4edhr0N/hueaQ5mN1FALrWf51vRiPrjBL09Xbuw7MBB6yVR5sZW3pvVMD+4Mu7d6r7uf1tLPlsY3+bQlU4+tvK+xPqjMrg+ILtcVDyePBxeT42pzxYM8KHx7rw0Nx+W3kfCpcyIwJEgAgQASJABIgAESACRIAIEAEiQASIABEgAkSACBABIkAEiAARIAJEgAgQASJABH4Qger3qPkbmh89/r5u/TvPPwiKLAq8ZTpM1eviTQsHr3jqt8x3y3l+/gm7z/OBwzOzIajXGG+rN82e0hEBIuBHIJN54BKI4sx49jqurWrhZ/Y3P43p3KH6d+I8wIJr2v1mbFR2IvBoAo73qGEcfP1jnXiDcXDEjsFAHOPiB7v1cTjzONbJCnjc5QDdwaE6XnXabeXRdHnM6XI6MXmQzbRvnsc6gSbBEfTb5HvC2VkidTZIviON+COfgSRbNuL5W1m4PNUHjswTS+I543yY9kenh/Ow68I5MNM0Z3h2SMtY98H86Dz/dqoUj260lB8R+HoCWTyYZSUUbpSCr6k/WKUz6PYzzCIdMxdM39Ctc1eKTjP9sXvpHkrfyzpolbp7lboAmKZa4T6UZJELt9fJG399U6AciMDvIFClN2MSOK1K+oN1OoMOgGFvNFNKYsPA+typQ+fWueP6Ja+wcOSDM5dqCZUacZ0/PnqF7sqv1N3D9fIwnbvS/fAlaHUGwVGICI3fX3pP+aGa39HwqZREwCBw7TjogOatM9hfrEH5VCmFLY+XKyrCrXN3ToNe2A/YbgXKqVEvSM9c+sbbnyvyLz7irbuH6NwJmTKH/h3/bkQrZyTnQOnCNnCUkhABInA9gRvGQV+dQYh2LunHp1TriuBXHWq9xHTuQDAvGPEokCvndTO9uXvqHjp9q9TdK6+LMZ07VP8uiZc7NtA/IWT9SkQtK3qACBCBxgTs70ksQTL1qkylTpxbtw7zJjN1gW9JQPl+wLL3ciCJS0cP0QHkhriifZzA6DMzXm5x+uOre4jq6FXoEjr08jCdu0r9u/yrHksnsXH9UkIiQASIABEgAkSACBABIkAEiAARIAJEgAgQASJABIgAESACRAAn8PN1+an2H0TgPyQfamIPqgDKpjmB/wFR7VHftNMRcAAAAABJRU5ErkJggg==)

|  |  |  |
| --- | --- | --- |
| **Ex. No.: 7** | **Implementation of Queue using Array and Linked List Implementation** | **Date: 10/4/24** |

**Write a C program to implement a Queue using Array and linked List implementation and execute the following operation on stack.**

1. **Enqueue**
2. **Dequeue**
3. **Display the elements in a Queue**

ALGORITHM:

Step 1: Start the program.

Step 2: For queue insertion operation, check for queue overflow

Step 3: If R>=N then print queue overflow else increment rear pointer and insert

            the element.

Step 4: For queue deletion operation, check for underflow of the queue.

Step 5: If F=0 then print queue underflow else delete the element and increment

            the front pointer

Step 6: Stop the program

**Implementation of queue using array and linked list implementation**

**Program 1**

#include<stdio.h >

#include<conio.h >

#include<alloc.h >

struct queue

{

int data;

struct queue \*next;

};

struct queue \*addq(struct queue \*front);

struct queue \*delq(struct queue \*front);

void main()

{

struct queue \*front;

int reply,option,data;

clrscr();

front=NULL;

do

{

printf("\n1.addq");

printf("\n2.delq");

printf("\n3.exit");

printf("\nSelect the option");

scanf("%d",&option);

switch(option)

{

case 1 : //addq

front=addq(front);

printf("\n The element is added into the queue");

break;

case 2 : //delq

front=delq(front);

break;

case 3 : exit(0);

}

}while(1);

}

struct queue \*addq(struct queue \*front)

{

struct queue \*c,\*r;

//create new node

c=(struct queue\*)malloc(sizeof(struct queue));

if(c==NULL)

{

printf("Insufficient memory");

return(front);

}

//read an insert value from console

printf("\nEnter data");

scanf("%d",&c->data);

c->next=NULL;

if(front==NULL)

{

front=c;

}

else

{

//insert new node after last node

r=front;

while(r->next!=NULL)

{

r=r->next;

}}

return(front);

}

struct queue \*delq(struct queue \*front)

{

struct queue \*c;

if(front==NULL)

{

printf("Queue is empty");

return(front);

}

//print the content of first node

printf("Deleted data:%d",front->data);

//delete first node

c=front;

front=front->next;

free(c);

return(front);

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATYAAADGCAIAAADXOztTAAAAAXNSR0IArs4c6QAAE5BJREFUeF7tna1y67wWhnXOfFeRyXSm1BeQyZQUFYUFhAQEF7UsoDigrEXFBSUBYUVFm3QyuYDQb6aT8W2csyT/ybFly6mTnZ/HYE+3I0tLj6VIVvT6VYoDAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAwAURCILB4H72/v71fh+0VO3B7OtLsivk5jrfUrFkA4FzJjCYtddFhZPOrgyX6/w5o6VuEGhK4L9NL8il12OujJJ6oJzdD7KPAul+yXnrtHKdV8G9jN1RPgMG2F/dEy6+AAINRtEgSGbE0rFmcW+U62eD+LzplPEo6jqvpH8mM2s7/QWgpooQqCPwu1E0uB1Po9Hya9RNihrcdJcfn+vov+vPj2UY/ek6H9z31fKtmL4udD6HwCUQ+E0XHcxe+5v5w505npOeeAnUqCMEDkbAv4sGem02ncxKgMFVN9z8+VcPf8HgftzvxEF/fm/642yim37gOr9+W6p+NtHNMjoYBAqCwPES+I8dmjxPPvasE+HibvKWzl/Nh6uXu6fP5JQs8rwOdc8MV4v5pv84VIuHiZ6yyhPl9LEXffIyV4+PvSgr13m9XDQdduQCk3509ZSVe7zsiAwCl0mAH2Mu875T63ICuVH0r0PKhvHcAP7X4yIACEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEINCMgKVQaSYZ9ZOnmFRGQNqWHrVZ9UgNgdMmIIqTWKISaHVYolzxrJTvlgOdNV3UEyrJLp5Abo/u22TyFElU1us/Sw829bpQLST1GDHRi3rQJgkEMgJeI51b/zmbZd1SuvEs99aFYt7oRWl7EHARKFO6BPezaXdu9sNXHRX6z17vNZaRfn29PvZ6XfvVC9t5oheleULATWC7i0r3fB//fMiEd2dq65+N7LDNHb/IbecwuBACZ0HA7qKmeyrdPbWe7H5ruaigF3XpP5X+4N1+lVE1KfSiZ9GSqMSeCFhKl1T9mRSV04bKi/wKetEK/WcqGFVhGG7mz7rbb8tRVaY+RS+6p/tLthBon4Dvjzftl0yOEDg+AuhFj++eEBEEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAKnT0BeKx97mvkpVHapsexgQIy2CziugYDRoCT2ZodVdW5vN+RmQAAChoBz68Lg/n2knmvkLpkBhPaMeH4y4phkI6HeP6giC4owNpJItgAm/zch1Gw85EZBAAI5AtJjYi/eWjD3Ll2ozsPswk//sPIq1aIyitbSJgEE7G6kVS81T4xxX06FoVu+aYOopxffuUAXpalBwJ+Aw7xwvX77EEvB26qMKnWhwfVNR4tcVPfa470o/vGSEgIXRiDXRbPXi4nMbDzsbH7sgXXbX9StC9VPlyP18jCZTMSJ8NVv/bZ7ZfqyHr6/rPeqXNj9oLoQ2CKQXy6SF/+Np8PEGNSIPNOjTC9qCUZTXahKTEet5aJoveh6y77U0ovmlaf5grlnEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhcDAGztyeyAJ3pTbo1FT8mv9Boy3BDw8VD3Njf62ODYKB1vCJN8HGZO0SdKOMvEdAmEUkjEHF3fRc1cXq5qNXVqKnSpTR9weSirtT2Pm8a/y4l63eAs+F5F3InfU1uA6C2bVDz5zd731/UCy3/h1QXmtTbXJVXljrT2x8sVqq/kevSHYNJhnmjigJet75UPhmrZXc47MhF4eolNY+qjL/s/mlzuHgjZLgQkzgxoZJBetgJF4tNP9khGQtkK/SupfrY6GutkH+UTbhaqV6yA3PL/Eq66NVHrWHdSTdHgq8loD19o5muHk+Tr2ynLtQxirrS24akuttbE7emo5BrFNVTXRO2rkgy5lTHX4SSe+GERhJnZFSwKZbcmF0Rf6Wfqvn6S/KP1bWF+OMIGUVr2+85JtgSo60/nyYT4zv4/N19nZpnUfH/bOoXWp5eG5JmO/OlqLv2h4TVS1yC2LPF92uH+DfzzFx1rY3ebuNvq3D58baOtQViZN69qTJOdbQXiceZv1rNC/GfY7OjTv4EHHpRpaRlrjrGurepX2i1jtQ/tLZSNo2/rXLJBwJtELC7qJl5RtNEPXhedVffxgi4oV+oM73kM5ymy1F6gmcvwDbVi/qnbxi/+J12R9m6TKAH/z/xyNnpj7OJ7m1/EwEyh3c8Vfm3cUvJ47wI2MtF0kVHKlmtyC23lOlCq/1Cy/xFzaQ5WSYRfenCWpnKFnRkmcdDL1pMn67aFHSq2tDYEY/rZpYs50hSeUZV83l39KjXc/JxlsVf6afqWC6SUorxb2ckJuiyysYBAQhsETjse0vBDwFN4Lj8RY/5npgfXUyADGLHfJ+IDQIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCOxAIHtJZ8Hg66jeRmne9tz+2zHljfjmvdXy4urY52wHhlwCgUMRyHl4mf/UltzU0aw2Q3cCbQxWe3mjeKSGsY9aoGt7hPbBtfUlwdkTKPqLiuPntRhZPiWWBE7fywpfTYefZ2R8EC4e5mo8EpdO2wK0lHTOhmGuRklU4lmtr49Gv/mTtv80VsRi0Gnlk/mUlqbPl6i9SX+2DD3P/u5TwVMjEHnRG3fR3HhV4XtZOmpV+XlKN/0yg5fYOwXmX+dh25Eak6YsqiC9UPKzRz/HKOpMHxfeitP4qd1u4j0JAtvmhTLE3d29rAqxN/C9rPPzDBfPMlppl861+dd1aEeyj8QwfP35sQzTlMHteBp/mYy6Hpyr02uPpa5YcVfE4lEGSSCwFwKl/qLiA/wL4629+3kOZq9ioitfJcaq2Oq5DkJV6aV7ygT3gxnuXloXmbZAwGkBLHn7Lb0UfTUb+nm6aqGzGSd2p8Fg3I+fM8X4NNz8+VePecHgPj2dZFOIx5nedE+lu6e2N/SrbQvIyQICTQhU/uhirC7/TVZhynw7LePOnN9mqZ/ntk1mtpzjinhruegx/t0lXRjSi0Wb/uNQLR7ieWqpT2l5evkKci0vNSFIWghAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCEAAAhCAAAQgAAEngcyLKXZRMa5MgX59u/y1X8M/7dEUuUBV2TMdyc2TYPcfpyFSYuLoOu9i0yD9QepVfw8P0d7qozjKFKlpWOpBpo1HTZc5jMnCX3EtO2L7CJfPqpf/qtXEmqb3ap1tcSvN5zDtzaueB0yU8xetLle66M333ZPx8owO7cmplt2hcfW0zUId/qLukXowm0Zu2SV22VLKVInrqWVcVpJ/ZOO9Wqler7N6eVEjyS8NqSyeXXxTK8YkMU7VtuaJcUVKaDZNjFBD1V1Oqv2sXD6oLp/V+vN5nq70Teq1EzdtPhdzCBdiQmc1okLZbp/Y1tqbbrnTYUcanDSRuTJGJA/LvviHRCYmqRFuwYYk4xmF6Z/+EJ16y8kz6qJ6qmtGVPlOTqd5Vf6iZZFWpy+OouXpjQuqmYHLZFBHZfxJdXmu/Jv6plZTLsZpzsTGUdI7yiaoW1mW+qC6fFad/quO+lb4tVbVrLReX4m/uX3fNeoyr/N02mW+1/XoXfvc4hpF22lvWVPN+dbmRmkrzIr2kz3oeaTfrZf+s9tl6VWrF+MrppT4mI2u4rG13+sNv76snFfSU5xfnMaPtJ304VKPtddKrb4lqmCjbswXSUX+tm9qHP8viViXr9/mm/fH1+GjHmC1LVWdJaT2QX2NZxOh2kRZFXxWR9PK8676uvLZqb4NuEk8m/kknQOtpaW83wZvVday7pDaaW9qmcSjfWtjnq5CW2yfO6GuMi/cKUMx9v3ZhIvI/DM57NlxIddjS79jtUsvE6dWw+Dh4XmpHqc57/PCBU19Ux2BNuXZZn3/Rl77rm/T/Jumr2O2hy6qB9S+TPDqik4/P7b0UWBF31TvCiUJZYIXPwbIkPGjws1PVRYuH1SXz6rrvIu/M33jelVeUOC2flt2R9nUNtCj+Z96R3R//g3bj8Sj+kk8lm+tddfFt/bdLC6Yoyr/KEr/9Duw9lsuyjmDxrag6VN9me9oqb9oRXhefqQyfzUP84ZJtr4Uhpv585May3KRfCJJvm/0ytHi4VlNkwf6kvxTe9EmvqmlVdj2TU3jlAeq7qYr61f6spz/ajkKp2+qw2c17+4aL3vc6RUpB39XPuXhlNdrN7/ZBstFJpiiT2y77S23XDS6im3p01LlZsmsZ6hbkVkxquPpmX6HDsolELh4Anv58alFqn6jaIsFkhUEjoZANk+Q1ZPq38OOJmYCgQAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAgdMgEAQD0Vq8R7vR2zna0je2Ew25QOAsCHhJEfxr2pa+0b9EUkLgfAj8bo+uHnPj9yLM7E25RuITvS8h91oG13kta4sukPQNXghwPveBmkCgAYEGo2hL+kaHfq9BzCSFwJkS+N0oqvWN8RuNRt2EUEGXGEafuM6LHk8Znac+tH4vTn+mxKkWBBoR+E0XbUnf2CheEkPgwgj4d9HAvI3PerRsS99Yqd+7sNtBdSGwTSCndNkWCOa2/0cfpopNnVGL+sZy/R73CwIQOD4Cx67fOz5iRHTOBI5LL4p+75zbGnWDAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCFwSAUuh0kwy6idPOSm/0Eu679T1RAhkBgeBVoc1tPf13XLwV/xCT+QOECYEtgnk9ui+TSaxz9l6/WfpAateFyoCUJ/hGL2oB22SQCAj4DXSNfW3jLMv8QtFL0rjg4CDQJnSRVsqd8VKuca9qkL/2eu9xjLSr6/Xx16vW2WThl6U1gkBN4HtLird83388yET3p2pte2vuHMgXAiBMyBgd1HTPZXuntqubdvKvKAXbepv6aKFXvQM2hFV2BsBS+mSqj+TwnLaUFWiF23ob+n04TRfCNNhR3w4xahxrlK/x71Vm4whAIGdCfj+eLNzAVwIgRMigF70hG4WoUIAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIHAyBILU68xPobJLxWQHQ3v+pbsEwDUQOFUCRoMS73gf6L/bMgKuB7K93bD+ClJA4CIIOLcuSBcdqecauYvoRaePPdm3p3fuLZ6fjDgm2Uio9w8q4zKhwsWDySnZApj83yCu2Xh4EbeBSkLAn4D0mKJ3b/nl97NZNs5Kd53dx+l0HualDekfVgalWlRGUf87REoISNfSqpeaiW7cl1Nh6JZv2iDq6cXJMl2UFgYBfwIO88L1+u1jqfq3VRlV6kKD65uOCsNQda8P90DrX21SQuBUCOS6aPZ6MZGZjYedzY89P932F1VaMJouL9kV1k+XI/XyMJlMRFn26rfs1L0yfVkP31/W/PlUQBInBPZDIL9cJPPb8XRo1n9EuPkcv2ssKrlML2oJRvWQuZnLJUr651DnYC0XRetF19HakXVkitRs4alQ8H4qTq4QgAAEIAABCEAAAhCAAAQgAAEIQAACEIAABCAAAQhAAAIQgAAEIAABCBwhAbO3xxzvM71JtybEY/ILjbYMNzRcPMQtaEMfewgd7yFYUMYvCWiTiGTbuzSK+i5qyvNyUauLrKnSpTR9weSirtT2Pm8af6OS/6KOt1GcJN4HgdwGQG3boObPb9rTJXeU6kKTFOaqvLLUmd7+YLFS/Y1cl+4YTDLMG1UUau3Wl8onY7XsDs3+Q9lImJpHVcZfhlWbw8UbIcOFmMSJCZUM0sNOuFhs+skOyVggW6F3LdXHRl9rhfyjbMLVSvWSHZhl5ldeOt59tBTyPA4C2tM3munq8TTRqDh1oY5R1JXeNiTV23stqVrTUcg1iuqprglbVySZEVTHXySfe+GERhJnZFSwKZbcmF0Rf6WfqvTWLP9YXVuIP8Hsq+M9jrZEFO0Q2BKjrT+fJpM7fTx/d1+n5llU/D+b+oWWp9eGpNnOfCnqrtbDtHElVy9xCSLDiS/eIf7NPDNXXWtBz238bRUuP97W8RxDjMy7N1XGqY7gJR5n/mo1L8QfZ7N+kxvz8LBUIz/lUGN0XHCcBBx6UaWkZa46xrq3qV9otY708Biaxn/4CP1L9NHx+udGylMgYHdRM/OMpol68Lzqrr6NEbBTF+qooCu9nB9O0+UoPcGzF2Cb6kX90zeMX/xOu6PsZRGBHvz/xCNnpz/OJrq3/U0EyBze8VTlX060Usd7Cq2MGH9BwF4uki46UslqRW65pUwXuk5fFpYVny702OszsY7UNPJsmUT0pQtrZaqpXrSYPl21KehUtaGx9R40Ox4XuZLlHEkqXUXN592ReaNaXtdaFn+ln6pjuUhKKYm/Ssf7i5vPpRA4MwKHfW/pmcGjOjsSOC5/0R0rcZDLzI8upqRwIetcBymTQiAAAQhAAAIQgAAEdibARHdndFyYJ/A/BxCa2O9aivN30d9ly9UQgEA7BP4PZ7RpCK+ssOUAAAAASUVORK5CYII=)

**Program 2**

#include<stdio.h>

#include<stdlib.h>

#define maxsize 5

void insert();

void delete();

void display();

int front = -1, rear = -1;

int queue[maxsize];

void main ()

{

    int choice;

    while(choice != 4)

    {

        printf("\\*\*\*Main Menu\*\*\*\n");

        printf("\n===================\n");

        printf("\n1.insert an element\n2.Delete an element\n3.Display the queue\n4.Exit\n");

        printf("\nEnter your choice ?");

        scanf("%d",&choice);

        switch(choice)

        {

            case 1:

            enqueue();

            break;

            case 2:

            dequeue();

            break;

            case 3:

            display();

            break;

            case 4:

            exit(0);

            break;

            default:

            printf("\nEnter valid choice??\n");

        }

    }

}

void enqueue()

{

    int item;

    printf("\nEnter the element\n");

    scanf("\n%d",&item);

    if(rear == maxsize-1)

    {

        printf("\nOVERFLOW\n");

        return;

    }

    if(front == -1 && rear == -1)

    {

        front = 0;

        rear = 0;

    }

    else

    {

        rear = rear+1;

    }

    queue[rear] = item;

    printf("\nValue inserted ");

}

void dequeue()

{

    int item;

    if (front == -1 || front > rear)

    {

        printf("\nUNDERFLOW\n");

        return;

    }

    else

    {

        item = queue[front];

        if(front == rear)

        {

            front = -1;

            rear = -1 ;

        }

        else

        {

            front = front + 1;

        }

        printf("\nvalue deleted ");

    }

}

void display()

{

    int i;

    if(rear == -1)

    {

        printf("\nEmpty queue\n");

    }

    else

    {   printf("\nprinting values .....\n");

        for(i=front;i<=rear;i++)

        {

            printf("\n%d\n",queue[i]);

        }

    }

}

**Output:**

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.: 08** | **Tree Traversal** | **Date: 17/04/2024** |

**Write a C program to implement a Binary tree and perform the following tree traversal operation.**

1. **Inorder Traversal**
2. **Preorder Traversal**
3. **Postorder Traversal**

**Algorithm:**

**Step 1:start**

Step2: Return the root node value. Traverse the left subtree by recursively calling the pre-order function. Traverse the right subtree by recursively calling the pre-order function.

Step 3: Traverse the left subtree by recursively calling the in-order function. Return the root node value. Traverse the right subtree by recursively calling the in-order function.

Step4: Traverse the left subtree by recursively calling the post-order function. Traverse the right subtree by recursively calling the post-order function. Return the root node value.

Step 5: stop

**Program:**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int element;

    struct node\* left;

    struct node\* right;

};

/\*To create a new node\*/

struct node\* createNode(int val)

{

    struct node\* Node = (struct node\*)malloc(sizeof(struct node));

    Node->element = val;

    Node->left = NULL;

    Node->right = NULL;

    return (Node);

}

/\*function to traverse the nodes of binary tree in preorder\*/

void traversePreorder(struct node\* root)

{

    if (root == NULL)

        return;

    printf(" %d ", root->element);

    traversePreorder(root->left);

    traversePreorder(root->right);

}

/\*function to traverse the nodes of binary tree in Inorder\*/

void traverseInorder(struct node\* root)

{

    if (root == NULL)

        return;

    traverseInorder(root->left);

    printf(" %d ", root->element);

    traverseInorder(root->right);

}

/\*function to traverse the nodes of binary tree in postorder\*/

void traversePostorder(struct node\* root)

{

    if (root == NULL)

        return;

    traversePostorder(root->left);

    traversePostorder(root->right);

    printf(" %d ", root->element);

}

int main()

{

    struct node\* root = createNode(36);

    root->left = createNode(26);

    root->right = createNode(46);

    root->left->left = createNode(21);

    root->left->right = createNode(31);

    root->left->left->left = createNode(11);

    root->left->left->right = createNode(24);

    root->right->left = createNode(41);

    root->right->right = createNode(56);

    root->right->right->left = createNode(51);

    root->right->right->right = createNode(66);

    printf("\n The Preorder traversal of given binary tree is -\n");

    traversePreorder(root);

    printf("\n The Inorder traversal of given binary tree is -\n");

    traverseInorder(root);

    printf("\n The Postorder traversal of given binary tree is -\n");

    traversePostorder(root);

    return 0;

}

**Output:**

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:09** | **Implementation of Binary Search tree** | **Date:8/5/2024** |

**Program:**

#include <stdio.h>

#include <stdlib.h>

struct BinaryTreeNode {

    int key;

    struct BinaryTreeNode \*left, \*right;

};

struct BinaryTreeNode\* newNodeCreate(int value) **Write a C program to implement a Binary Search Tree and perform the following operations.**

1. **Insert**
2. **Delete**
3. **Search**
4. **Display**

ALGORITHM:

Step1:start

Step 2:Create a Node structure with:int data ,Node\* left ,Node\* right

Step 3:Define a BST structure with: Node\* root

Step 4:Define a function Node\* createNode(int data):,Allocate memory for a new node using malloc.,Set the data field,Initialize left and right pointers to NULL.,Return the new node.

Step 5:Define a function Node\* insertNode(Node\* root, int data):If root is NULL, create and return a new node,If data is less than root->data, recursively insert in the left subtree,If data is greater than root->data, recursively insert in the right subtree.,Return the root

Step 6:Define a function Node\* searchNode(Node\* root, int data):If root is NULL or root->data is data, return root.,If data is less than root->data, recursively search in the left subtree.,If data is greater than root->data, recursively search in the right subtree.,Return the result.

Step 7:Define a function Node\* findMin(Node\* root):Traverse the left subtree until left is NULL.,Return the node.

Step 8:Define a function Node\* deleteNode(Node\* root, int data):If root is NULL, return root.,If data is less than root->data, recursively delete in the left subtree.,If data is greater than root->data, recursively delete in the right subtree.,If data is equal to root->data:,If the node has no children, return NULL.,If the node has one child, return the non-NULL child.,If the node has two children:,Find the minimum node in the right subtree.,Replace root->data with the minimum node's data.,Recursively delete the minimum node in the right subtree.,Return the root.

Step9:stop

{

    struct BinaryTreeNode\* temp

        = (struct BinaryTreeNode\*)malloc(

            sizeof(struct BinaryTreeNode));

    temp->key = value;

    temp->left = temp->right = NULL;

    return temp;

}

struct BinaryTreeNode\*

searchNode(struct BinaryTreeNode\* root, int target)

{

    if (root == NULL || root->key == target) {

        return root;

    }

    if (root->key < target) {

        return searchNode(root->right, target);

    }

    return searchNode(root->left, target);

}

struct BinaryTreeNode\*

insertNode(struct BinaryTreeNode\* node, int value)

{

    if (node == NULL) {

        return newNodeCreate(value);

    }

    if (value < node->key) {

        node->left = insertNode(node->left, value);

    }

    else if (value > node->key) {

        node->right = insertNode(node->right, value);

    }

    return node;

}

void postOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        postOrder(root->left);

        postOrder(root->right);

        printf(" %d ", root->key);

    }

}

void inOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        inOrder(root->left);

        printf(" %d ", root->key);

        inOrder(root->right);

    }

}

void preOrder(struct BinaryTreeNode\* root)

{

    if (root != NULL) {

        printf(" %d ", root->key);

        preOrder(root->left);

        preOrder(root->right);

    }

}

struct BinaryTreeNode\* findMin(struct BinaryTreeNode\* root)

{

    if (root == NULL) {

        return NULL;

    }

    else if (root->left != NULL) {

        return findMin(root->left);

    }

    return root;

}

struct BinaryTreeNode\* delete (struct BinaryTreeNode\* root,int x)

{

    if (root == NULL)

        return NULL;

    if (x > root->key) {

        root->right = delete (root->right, x);

    }

    else if (x < root->key) {

        root->left = delete (root->left, x);

    }

    else {

        if (root->left == NULL && root->right == NULL) {

            free(root);

            return NULL;

        }

        else if (root->left == NULL|| root->right == NULL) {

            struct BinaryTreeNode\* temp;

            if (root->left == NULL) {

                temp = root->right;

            }

            else {

                temp = root->left;

            }

            free(root);

            return temp;

        }

        else {

            struct BinaryTreeNode\* temp= findMin(root->right);

            root->key = temp->key;

            root->right = delete (root->right, temp->key);

        }

    }

    return root;

}

int main()

{

    struct BinaryTreeNode\* root = NULL;

    root = insertNode(root, 50);

    insertNode(root, 30);

    insertNode(root, 20);

    insertNode(root, 40);

    insertNode(root, 70);

    insertNode(root, 60);

    insertNode(root, 80);

    if (searchNode(root, 60) != NULL) {

        printf("60 found");

    }

    else {

        printf("60 not found");

    }

    printf("\n");

    postOrder(root);

    printf("\n");

    preOrder(root);

    printf("\n");

    inOrder(root);

    printf("\n");

    struct BinaryTreeNode\* temp = delete (root, 70);

    printf("After Delete: \n");

    inOrder(root);

    return 0;

}

**Output:**
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|  |  |  |
| --- | --- | --- |
| **Ex. No.: 10** | **Implementation of AVL Tree** | **Date: 08/05/24** |

**Write a function in C program to insert a new node with a given value into an AVL tree. Ensure that the tree remains balanced after insertion by performing rotations if necessary. Repeat the above operation to delete a node from AVL tree.**

**Algorithm:**

Step 1 :Define node structure (data, left, right, balance\_factor).

Step 2 :Create recursive insert function (root, data).

Step 3:Perform standard BST insertion within insert.

Step 4 :Update balance factors on way back up in insert.

Step 5 :Check for imbalance (balance factor outside -1 to 1).

Step 6 :Select rotation type based on imbalance.

Step 7 :Perform rotation to restore balance.

Step 8 :Return updated root after rotation.

Step 9 :Return new root from top-level insert call.

Step 10 :Create wrapper function avl\_insert.

Program;

#include<stdio.h>

#include<stdlib.h>

struct node

{

    int data;

    struct node\* left;

    struct node\* right;

    int ht;

};

struct node\* root=NULL;

struct node\* create(int);

struct node\* insert(struct node\*, int);

struct node\* delete(struct node\*, int);

struct node\* search(struct node\*, int);

struct node\* rotate\_left(struct node\*);

struct node\* rotate\_right(struct node\*);

int balance\_factor(struct node\*);

int height(struct node\*);

void inorder(struct node\*);

void preorder(struct node\*);

void postorder(struct node\*);

int main()

{

    int user\_choice, data;

    char user\_continue = 'y';

    struct node\* result = NULL;

  while (user\_continue == 'y' || user\_continue == 'Y')

    {

        printf("\n\n------- AVL TREE --------\n");

        printf("\n1. Insert");

        printf("\n2. Delete");

        printf("\n3. Search");

        printf("\n4. Inorder");

        printf("\n5. Preorder");

        printf("\n6. Postorder");

        printf("\n7. EXIT");

        printf("\n\nEnter Your Choice: ");

        scanf("%d", &user\_choice);

        switch(user\_choice)

        {

            case 1:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = insert(root, data);

                break;

            case 2:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = delete(root, data);

                break;

             case 3:

                printf("\nEnter data: ");

                scanf("%d", &data);

                result = search(root, data);

                if (result == NULL)

                {

                    printf("\nNode not found!");

                }

                else

                {

                    printf("\n Node found");

                }

                break;

            case 4:

                inorder(root);

                break;

            case 5:

                preorder(root);

                break;

            case 6:

                postorder(root);

                break;

            case 7:

                printf("\n\tProgram Terminated\n");

                return 1;

            default:

                printf("\n\tInvalid Choice\n");

        }

        printf("\n\nDo you want to continue? ");

        scanf(" %c", &user\_continue);

    }

    return 0;

}

struct node\* create(int data)

{

    struct node\* new\_node = (struct node\*) malloc (sizeof(struct node));

    if (new\_node == NULL)

    {

        printf("\nMemory can't be allocated\n");

        return NULL;

    }

    new\_node->data = data;

    new\_node->left = NULL;

    new\_node->right = NULL;

    return new\_node;

}

struct node\* rotate\_left(struct node\* root)

{

    struct node\* right\_child = root->right;

    root->right = right\_child->left;

    right\_child->left = root;

    root->ht = height(root);

    right\_child->ht = height(right\_child);

    return right\_child;

}

struct node\* rotate\_right(struct node\* root)

{

    struct node\* left\_child = root->left;

    root->left = left\_child->right;

    left\_child->right = root;

    root->ht = height(root);

    left\_child->ht = height(left\_child);

    return left\_child;

}

int balance\_factor(struct node\* root)

{

    int lh, rh;

    if (root == NULL)

        return 0;

    if (root->left == NULL)

        lh = 0;

    else

        lh = 1 + root->left->ht;

    if (root->right == NULL)

        rh = 0;

    else

        rh = 1 + root->right->ht;

    return lh - rh;

}

int height(struct node\* root)

{

    int lh, rh;

    if (root == NULL)

    {

        return 0;

    }

        if (root->left == NULL)

           lh = 0;

    else

        lh = 1 + root->left->ht;

        if (root->right == NULL)

           rh = 0;

    else

        rh = 1 + root->right->ht;

       if (lh > rh)

        return (lh);

       return (rh);

}

struct node\* insert(struct node\* root, int data)

{

    if (root == NULL)

    {

        struct node\* new\_node = create(data);

        if (new\_node == NULL)

        {

            return NULL;

        }

        root = new\_node;

    }

    else if (data > root->data)

    {

        root->right = insert(root->right, data);

        if (balance\_factor(root) == -2)

        {

            if (data > root->right->data)

            {

                root = rotate\_left(root);

            }

            else

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

    else

    {

        root->left = insert(root->left, data);

        if (balance\_factor(root) == 2)

        {

            if (data < root->left->data)

            {

                root = rotate\_right(root);

            }

            else

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

         }

    root->ht = height(root);

    return root;

}

struct node \* delete(struct node \*root, int x)

{

    struct node \* temp = NULL;

    if (root == NULL)

    {

        return NULL;

    }

    if (x > root->data)

    {

        root->right = delete(root->right, x);

        if (balance\_factor(root) == 2)

        {

            if (balance\_factor(root->left) >= 0)

            {

                root = rotate\_right(root);

            }

            else

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

    else if (x < root->data)

    {

        root->left = delete(root->left, x);

        if (balance\_factor(root) == -2)

        {

            if (balance\_factor(root->right) <= 0)

            {

                root = rotate\_left(root);

            }

            else

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

    else

    {

        if (root->right != NULL)

        {

            temp = root->right;

            while (temp->left != NULL)

                temp = temp->left;

            root->data = temp->data;

            root->right = delete(root->right, temp->data);

            if (balance\_factor(root) == 2)

            {

                if (balance\_factor(root->left) >= 0)

                {

                    root = rotate\_right(root);

                }

                else

                {

                    root->left = rotate\_left(root->left);

                    root = rotate\_right(root);

                }

            }

        }

        else

        {

            return (root->left);

        }

    }

    root->ht = height(root);

    return (root);

}

struct node\* search(struct node\* root, int key)

{

    if (root == NULL)

    {

        return NULL;

    }

    if(root->data == key)

    {

        return root;

    }

    if(key > root->data)

    {

        search(root->right, key);

    }

    else

    {

        search(root->left, key);

    }

}

void inorder(struct node\* root)

{

    if (root == NULL)

    {

        return;

    }

    inorder(root->left);

    printf("%d ", root->data);

    inorder(root->right);

}

void preorder(struct node\* root)

{

    if (root == NULL)

    {

        return;

    }

    printf("%d ", root->data);

    preorder(root->left);

    preorder(root->right);

}

void postorder(struct node\* root)

{

    if (root == NULL)

    {

        return;

    }

    postorder(root->left);

    postorder(root->right);

    printf("%d ", root->data);

}

**Output:**
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|  |  |  |
| --- | --- | --- |
| **Ex. No.: 11** | **Graph Traversal** | **Date: 15/05/24** |

**Write a C program to create a graph and perform a Breadth First Search and Depth First Search.**

**Algorithm:**

**DFS:**

Step 1: Choose any node in the graph. Designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find a node adjacent to the search node that has not been visited yet. Designate this as the new search node and mark it as visited.

Step 3: Repeat step 2 using the new search node. If no nodes satisfying (2) can be found, return to the previous search node and continue from there.

Step 4: When a return to the previous search node in (3) is impossible, the search from the originally chosen search node is complete.

Step 5: If the graph still contains unvisited nodes, choose any node that has not been visited and repeat step (1) through (4).

BFS:

Step 1: Choose any node in the graph, designate it as the search node and mark it as visited.

Step 2: Using the adjacency matrix of the graph, find all the unvisited adjacent nodes to the search node and enqueue them into the queue Q.

Step 3: Then the node is dequeued from the queue. Mark that node as visited and designate it as the new search node.

Step 4: Repeat step 2 and 3 using the new search node.

Step 5: This process continues until the queue Q which keeps track of the adjacent nodes is empty.

DFS:

**Program:**

#include <stdio.h>

#include <stdlib.h>

int vis[100];

struct Graph {

int V;

int E;

int\*\* Adj;

};

struct Graph\* adjMatrix()

{

struct Graph\* G = (struct Graph\*)

malloc(sizeof(struct Graph));

if (!G) {

printf("Memory Error\n");

return NULL;

}

G->V = 7;

G->E = 7;

G->Adj = (int\*\*)malloc((G->V) \* sizeof(int\*));

for (int k = 0; k < G->V; k++) {

G->Adj[k] = (int\*)malloc((G->V) \* sizeof(int));

}

for (int u = 0; u < G->V; u++) {

for (int v = 0; v < G->V; v++) {

G->Adj[u][v] = 0;

}

}

G->Adj[0][1] = G->Adj[1][0] = 1;

G->Adj[0][2] = G->Adj[2][0] = 1;

G->Adj[1][3] = G->Adj[3][1] = 1;

G->Adj[1][4] = G->Adj[4][1] = 1;

G->Adj[1][5] = G->Adj[5][1] = 1;

G->Adj[1][6] = G->Adj[6][1] = 1;

G->Adj[6][2] = G->Adj[2][6] = 1;

return G;

}

void DFS(struct Graph\* G, int u)

{

vis[u] = 1;

printf("%d ", u);

for (int v = 0; v < G->V; v++) {

if (!vis[v] && G->Adj[u][v]) {

DFS(G, v);

}

}

}

void DFStraversal(struct Graph\* G)

{

for (int i = 0; i < 100; i++) {

vis[i] = 0;

}

for (int i = 0; i < G->V; i++) {

if (!vis[i]) {

DFS(G, i);

}

}

}

void main()

{

struct Graph\* G;

G = adjMatrix();

DFStraversal(G);

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHEAAAAUCAIAAAA1JUVuAAAAAXNSR0IArs4c6QAAAkFJREFUWEftlq2OrDAUx3vvY5CGZGwfgJAxo1B1CAwCXcU4BBqBm1VoBGYFDrVqzYbMA9RuMiE8xz1lYQY2uz1lc7OqVYjz8e+P03MOIfZYApaAJWAJWAKWgCVgCfyUwJ+1IxNF5nuOM45tmVRSH5MxfjgdI98jfYoaT6EYF3EUeg4h47UtcyzBnJ4XL2fvegnyDrkjE/VTCMGnY+Iwa8qi0FGaWuwavKjPSv0O+eAi2P0iBTf7TWsvrQdcuRZzUK6+l1w6rw8nUZuoAVsTs1U6qKFCcGYihBBQUvDJlClVmlR/7yn4kfavS22+D/RoCNUMPSGySpIKq7VtMF5k9Dmp3k1T7LNjIqZvedVJ5EHOUUF+3k2mUr72ulQPpp+tqLtPopE1/OEXOJFChfUWUUfkGX3xm7TeWUWHs5SUTtSBUuIWkx4j+3ssJjK/b74vj++ZGjHaawTFGgRp2pMIffsH6jgfjKBLemfUXj2EYDnlEMXIO2MudbyQ9qnySRr3ZNSMiJo5SEWsmTr0sGI03PYCM7WXsmp64p/09l2+AErb8XpB63oTTd4Gk3c2tktYeaP+CWuswLOObw30AK30B9OuaYk7R+WxP7zt630o0EePhwUgDp3//c8g/moGRh4WX1ZlS8Jl7GymyVd3mXgSxRN6ln4cft6lnkIPIuJ7BSHTjrPKPrZBUmlnOAyFbFqlYBm5lHPDR/7FPYuBJPUsl/hmuxqDKTitR6igzaKmNJsua2itWQNLwBKwBCwBS+D3CPwDnPL7su4YujIAAAAASUVORK5CYII=)

**BFS:**

#include <stdio.h>

#include <stdlib.h>

struct node {

int vertex;

struct node\* next;

};

struct adj\_list {

struct node\* head;

};

struct graph {

int num\_vertices;

struct adj\_list\* adj\_lists;

int\* visited;

};

struct node\* new\_node(int vertex) {

struct node\* new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node->vertex = vertex;

new\_node->next = NULL;

return new\_node;

}

struct graph\* create\_graph(int n) {

struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph));

graph->num\_vertices = n;

graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list));

graph->visited = (int\*)malloc(n \* sizeof(int));

int i;

for (i = 0; i< n; i++) {

graph->adj\_lists[i].head = NULL;

graph->visited[i] = 0;

}

return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) {

struct node\* new\_node1 = new\_node(dest);

new\_node1->next = graph->adj\_lists[src].head;

graph->adj\_lists[src].head = new\_node1;

struct node\* new\_node2 = new\_node(src);

new\_node2->next = graph->adj\_lists[dest].head;

graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) {

int queue[1000];

int front = -1;

int rear = -1;

graph->visited[v] = 1;

queue[++rear] = v;

while (front != rear) {

int current\_vertex = queue[++front];

printf("%d ", current\_vertex);

struct node\* temp = graph->adj\_lists[current\_vertex].head;

while (temp != NULL) {

int adj\_vertex = temp->vertex;

if (graph->visited[adj\_vertex] == 0) {

graph->visited[adj\_vertex] = 1;

queue[++rear] = adj\_vertex;

}

temp = temp->next;

}

}

}

int main() {

struct graph\* graph = create\_graph(6);

add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4, 5);

printf("BFS traversal starting from vertex 0: ");

bfs(graph, 0);

return 0;

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZUAAAASCAIAAAAc+9S4AAAAAXNSR0IArs4c6QAAB9xJREFUeF7tWjtvKjsQdiDnT0SrI6XdH4BQmlS3oktBQ0FNBR1Fagq6UFFTpKGgo6I6TYRo79W2kaLV6v6HG8j9xmN7vbDex4HovLxFstjjeXwzHo+9FsI/HgGPgEfAI+AR8Ah4BDwCHgGPgEfAI+AR8Ah4BDwCHoHfF4Gr1LTOZDNqpT+T3dP0cR1Rw2CxebjJYrB7+utxLUQ4mIwfWtSX7HYiiPv9+e+LlRAaomQ17M8lND/xA2W78Sfq2ZksRtL15PynPoWDfzQCNDHarZubJFlNzwmVmnyMT5LdavpYFqJh2Lm9v+u2W2JbK07kNFAZoNjlYWfQ68oEUU2hwWJmMk0lARnx4WAx6aiWEEouBqbb6qGsxXT0fxAyDTRdWPQuszJ8fs1wh9ULbfV3W3ApHC7Fp7YhhMJE+b724B8/4HNxQxoxEdKZmDlV2+yafMglHemTULpHz+USubaUchVl+GOyV+DOpMxSpoeyeLETULkmRNEoIEvit6NeNXWjuVltA3HLSkXreUnxhcEb1HGt0UY9BgGkSjwwrzOYgGZjsFG/ZZMBQhIzPRVE+gcnUTle9prMKsumfP5UP6oBi8kizb95cqvheQLYKX83DnBySq7tJd/n6l/ER8FiR4wkByypBCu8NW5AfkBji0ON9ME6edOa2eBXxFlFtLRJaTPpsPzCOWG5+jy/F+CWGz8M3GZD4aqUKJmJnbtg+02X569xcGcnklD6psLsh7QiPjnxiBmodkxR9G37XQFbNqgzGQfL/vy1jI5zAqWEzyzLO2mBJae/8lSaH4yapifrOnI4e5fyRVl6BTdn3qbIkMsHmITyr9TI8ER/WhvauRwa6I7BxKoIoNrEMi+PP68PLCpbb+bLVTpVWUmYp5O/Cwe33Hx83Hgq6RmXkH/1Ck2O0+thqiat2yXJS4WEtC0nivP0zABGISMFa1FYQ2g+U1IqWdQzle8ZfnfFoTN+FHBK59LckylojoGqk7+sMo6DqVLa0JFXYTpKfpXrr7Soq1EoqaRSpV7LJCAdqIUmh8f1Fzad6hkug7GdrKhnuEqy7KL1Y78vB0xfgtm4Mr55StFJAZYPrFuR/EtuuO+NVT3VDdIx0Xwat3vsnkE32D7LHB8O2i1dEWDQbNRqBfbCd8o/mi/j9oiLiHFXPE314Z1DbtXo0XRO/i5GhXJz8KmrkBC7pVqh1y+xyURtsZ3zSWcElXf1uWZGHOsJv8TL9CgmguT2PTsv2aI9QpW/e4H8V62RS4FL+T2ff0H8oJDAdMDGYdbGSdF5J33RI02X83gUe4jOzKhIuvgB7W2Amltun1B9t0bl+0EZUnMkiOFwK7rl9JJWPdO42yvbAIf37v1jtH7eiuA2A5UsCPNhQVjubjL54sxpQOvCDJE/ZHumWzt1Rs/bgKzrTNK5Eb3FycqYL19KowTpVxIOh9OtGKn8WyC3rk25/F1MLii3rp6/Cv2l/J5nb2H8hLd3NyJJEsyIKmXNTWbinJzDVIa7Nh86EOm9PZ+ZYx36rWXqlfNlRZ9sqmdIrIvIJu37yoYj773FwddCepov7vwVdnrHHx2PuMkTfrX9QvnzNcAqWq5g8JVPGOmop/AAGAyT+NsrpUv6jNHOfAFFnSC6g7T4Ipa0sJvzwnJFaDOri1TUe29CnfcVyq3C1tDk81fdJzh8p9zKeLqrGkSW2kpi/9i1vkHXsraAf9BNj27DzKlOXQkX8bsUeoqbM36wBZqhPB/2+31E3ay0jlg/rwRHOVbYXjvOTIsa+8dCPqfIydwlKHdhztTY4dX1QWX6NP4xg5FNyvI46K3z/m6rmF7OF/f9CVT3+paAdX/CvjlAH+jFTrT4I3q1b+g4/RjzV/f0fsbRxQ1hPpxS3Mgcio+vtNN7EPa9BeoNltkaK2VPi2W8lDdAnPxxGBfEQaq/vi/ikHvMB9sevkXielz8ZUY+xYFiLs9ep/4OPvl6vmrmpLRQd2W0O/V3dzgFhT7mQOHSenyfRsFQoKd1zyZZYWuzNk7B2Jc7fI6HJlMxhvmln83P97sLf9stJn6wyrFT8nBzuh4Gzx5oJTi5asMolVqpOLv5nIg20aN7SmUcOwzblwr3n8yo8ltEWA575n6VuY5VkP/s+1jlF0BgceVc6gn/DAQqfef+M6DwVv78CFj118+vrNfw0xAwJVWle4afpoZn7BHwCHgEPAIeAY+AR8Aj4BHwCHgEPAIeAY+AR+DiCFz98/e/jYY6Bfv4+LiSz35/QOPh8IG/aGw0GtwF8Xjhd/SiAS/4iXbQHA4YRX+5t9mkUdxrxpp3Zm6Gox0tsjclBrf39z2TsWgezqJZFvPhdhAYtoYzE2Mo24KX6+vmfr9nnvywRWw1s8I79DdCudHW1gDCmoMnVMUQBgHDmTMrjy4QsP6nVtgAGiR5uAGZwTGIsSEMgtHfuIbH2iaw8qwbkzEgBjQGA43Ga0xAfryWQ6QCpIMFCxqvNJP9+6HRZCnKOyym2WxySLCZbCAAYXO4hSH68uWa/WIgsoPHQMd6ylGpWzGK44FNYysMc3YWq8HiTKyymUzJZCYSfkj8QxcT7bDoPwSVjn/YppUnhJvS3j0cVDP+m9fNw1H8Cxn/0oMsoiz+4SOAqW5fQY1mE757Z1/L+Cf/sq9N/LPbrPgnd8Bt3I438LRf8M4uY38xN/a6CfX/Aezu/hRmmsCrAAAAAElFTkSuQmCC)

|  |  |  |
| --- | --- | --- |
| **Ex. No.: 12** | **Topological Sorting** | **Date: 15/5/24** |

**Write a C program to create a graph and display the ordering of vertices.**

**Algorithm:**

Step 1: Find the indegree for every vertex.

Step 2: Place the vertices whose indegree is 0 on the empty queue.

Step 3: Dequeue the vertex v and decrement the indegree of all its adjacent vertices.

Step 4: Enqueue the vertex on the queue if its indegree falls to zero.

Step 5: Repeat from step 3 until the queue becomes empty.

Step 6: The topological ordering is the order in which the vertices dequeue.

EXPERIMENT 12: TOPOLOGICAL SORT

Program:

#include<stdio.h>

#include<stdlib.h>

int s[100], j, res[100];

void AdjacencyMatrix(int a[][100], int n)

{

    int i, j;

    for (i = 0; i < n; i++) {

        for (j = 0; j <= n; j++) {

            a[i][j] = 0;

        }

    }

    for (i = 1; i < n; i++) {

        for (j = 0; j < i; j++) {

            a[i][j] = rand() % 2;

            a[j][i] = 0;

        }

    }

}

void dfs(int u, int n, int a[][100])

{

    int v;

    s[u] = 1;

    for (v = 0; v < n - 1; v++) {

        if (a[u][v] == 1 && s[v] == 0) {

            dfs(v, n, a);

        }

    }

    j += 1;

    res[j] = u;

}

void topological\_order(int n, int a[][100])

{

    int i, u;

    for (i = 0; i < n; i++) {

        s[i] = 0;

    }

    j = 0;

    for (u = 0; u < n; u++) {

        if (s[u] == 0) {

            dfs(u, n, a);

        }

    }

    return;

}

int main() {

    int a[100][100], n, i, j;

    printf("Enter number of vertices\n");

    scanf("%d", &n);

    AdjacencyMatrix(a, n);

    printf("\t\tAdjacency Matrix of the graph\n");

    for (i = 0; i < n; i++) {

        for (j = 0; j < n; j++) {

            printf("\t%d", a[i][j]);

        }

        printf("\n");

    }

     printf("\nTopological order:\n");

    topological\_order(n, a);

    for (i = n; i >= 1; i--) {

        printf("-->%d", res[i]);

    }

    return 0;

}

|  |  |
| --- | --- |
|  |  |

**Ouput:**
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|  |  |  |
| --- | --- | --- |
| **Ex. No.: 13** | **Implementation of Prim’s Algorithm** | **Date: 22/5/24** |

**Write a C program to create a graph and find a minimum spanning tree using prims algorithm.**

**Algorithm:**

**Step 1:** Determine an arbitrary vertex as the starting vertex of the MST.  
**Step 2:** Follow steps 3 to 5 till there are vertices that are not included in the MST (known as fringe vertex).  
**Step 3:** Find edges connecting any tree vertex with the fringe vertices.  
**Step 4:** Find the minimum among these edges.  
**Step 5:** Add the chosen edge to the MST if it does not form any cycle.  
**Step 6:** Return the MST and exit

**Program:**

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minKey(int key[], int mstSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!mstSet[v] && key[v] < min) {

            min = key[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printMST(int parent[], int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    printf("Edge \tWeight\n");

    for (int i = 1; i < vertices; i++) {

        printf("%d - %d \t%d\n", parent[i], i, graph[i][parent[i]]);

    }

}

void primMST(int graph[MAX\_VERTICES][MAX\_VERTICES], int vertices) {

    int parent[MAX\_VERTICES];

    int key[MAX\_VERTICES];

    int mstSet[MAX\_VERTICES];

    for (int i = 0; i < vertices; i++) {

        key[i] = INT\_MAX;

        mstSet[i] = 0;

    }

    key[0] = 0;

    parent[0] = -1;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minKey(key, mstSet, vertices)

        mstSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v]) {

                parent[v] = u;

                key[v] = graph[u][v];

            }

        }

    }

    printMST(parent, graph, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph:\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    primMST(graph, vertices);

    return 0;

}

**Output:**
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| **Ex. No.: 14** | **Implementation of Dijikstra Algorithm** | **Date: 22/5/24** |

**Write a C program to create a graph and find the shortest path using Dijikstra’s Algorithm.**

**Algorithm:**

STEP1:Mark the source node with a current distance of 0 and the rest with infinity.

STEP 2:Set the non-visited node with the smallest current distance as the current node.

STEP 3:For each neighbor, N of the current node adds the current distance of the adjacent node with the weight of the edge connecting 0->1. If it is smaller than the current distance of Node, set it as the new current distance of N.

STEP 4:Mark the current node 1 as visited.

STEP 5:Go to step 2 if there are any nodes are unvisited.

**Program:**

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

int minDistance(int dist[], int sptSet[], int vertices) {

    int min = INT\_MAX, minIndex;

    for (int v = 0; v < vertices; v++) {

        if (!sptSet[v] && dist[v] < min) {

            min = dist[v];

            minIndex = v;

        }

    }

    return minIndex;

}

void printSolution(int dist[], int vertices) {

    printf("Vertex \tDistance from Source\n");

    for (int i = 0; i < vertices; i++) {

        printf("%d \t%d\n", i, dist[i]);

    }

}

void dijkstra(int graph[MAX\_VERTICES][MAX\_VERTICES], int src, int vertices) {

    int dist[MAX\_VERTICES];

    int sptSet[MAX\_VERTICES];

    for (int i = 0; i < vertices; i++) {

        dist[i] = INT\_MAX;

        sptSet[i] = 0;

    }

    dist[src] = 0;

    for (int count = 0; count < vertices - 1; count++) {

        int u = minDistance(dist, sptSet, vertices);

        sptSet[u] = 1;

        for (int v = 0; v < vertices; v++) {

            if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) {

                dist[v] = dist[u] + graph[u][v];

            }

        }

    }

    printSolution(dist, vertices);

}

int main() {

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d", &vertices);

    if (vertices <= 0 || vertices > MAX\_VERTICES) {

        printf("Invalid number of vertices. Exiting...\n");

        return 1;

    }

    int graph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph (use INT\_MAX for infinity):\n");

    for (int i = 0; i < vertices; i++) {

        for (int j = 0; j < vertices; j++) {

            scanf("%d", &graph[i][j]);

        }

    }

    int source;

    printf("Input the source vertex: ");

    scanf("%d", &source);

    if (source < 0 || source >= vertices) {

        printf("Invalid source vertex. Exiting...\n");

        return 1;

    }

    dijkstra(graph, source, vertices);

    return 0;

}

**Output:**
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|  |  |  |
| --- | --- | --- |
| **Ex. No.: 15** | **Sorting** | **Date: 29/5/24** |

**Write a C program to take n numbers and sort the numbers in ascending order. Try to implement the same using following sorting techniques.**

1. **Quick Sort**
2. **Merge Sort**

**Algorithm:**

**QUICK SORT:**

Step 1 : Start.

Step 2 : If LEFT < RIGHT then Goto

Step 3 else Goto Step 23. Step 3 : Set PIVOT = LEFT.

Step 4 : Set I = LEFT + 1.

Step 5 : Set J = RIGHT.

Step 6 : Repeat While I < J.

Step 7 : Repeat While A[I] < A[PIVOT].

Step 8 : Increment I by 1.

Step 9 : [End of Step 7 While loop].

Step 10 : Repeat While A[J] > A[PIVOT].

Step 11 : Decrement J by 1.

Step 12 : [End of Step 10 While loop].

Step 13 : If I < J then Goto Step 14 else Goto Step 17.

Step 14 : Set TEMP = A[I].

Step 15 : Set A[I] = A[J].

Step 16 : Set A[J] = TEMP.

Step 17 : [End of Step 6 While loop].

Step 18 : Set TEMP = A[PIVOT].

Step 19 : Set A[PIVOT] = A[J].

Step 20 : Set A[J] = TEMP.

Step 21 : QUICKSORT(LEFT, J – 1),

Step 22 : QUICKSORT(J + 1, RIGHT).

Step 23 : Stop.

**Program:**

#include <stdio.h>

void swap(int\* a, int\* b)

{

int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high)

{

int pivot = arr[low];

int i = low;

int j = high;

while (i < j) {

while (arr[i] <= pivot && i <= high - 1) {

i++;

}

while (arr[j] > pivot && j >= low + 1) {

j--;

}

if (i < j) {

swap(&arr[i], &arr[j]);

}

}

swap(&arr[low], &arr[j]);

return j;

}

void quickSort(int arr[], int low, int high)

{

if (low < high) {

int partitionIndex = partition(arr, low, high);

quickSort(arr, low, partitionIndex - 1);

quickSort(arr, partitionIndex + 1, high);

}

}

int main()

{

int arr[] = { 19, 17, 15, 12, 16, 18, 4, 11, 13 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

quickSort(arr, 0, n - 1);

printf("\nSorted array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Program 2**

#include <stdio.h>

#include <stdlib.h>

void merge(int arr[], int l, int m, int r)

{

int i, j, k;

int n1 = m - l + 1;

int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i < n1; i++)

L[i] = arr[l + i];

for (j = 0; j < n2; j++)

R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

}

else {

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

void mergeSort(int arr[], int l, int r)

{

if (l < r) {

// Same as (l+r)/2, but avoids

// overflow for large l and r

int m = l + (r - l) / 2;

// Sort first and second halves

mergeSort(arr, l, m);

mergeSort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

void printArray(int A[], int size)

{

int i;

for (i = 0; i < size; i++)

printf("%d ", A[i]);

printf("\n");

}

int main()

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

int arr\_size = sizeof(arr) / sizeof(arr[0]);

printf("Given array is \n");

printArray(arr, arr\_size);

mergeSort(arr, 0, arr\_size - 1);

printf("\nSorted array is \n");

printArray(arr, arr\_size);

return 0;

}

**Output:**

![](data:image/png;base64,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)

|  |  |  |
| --- | --- | --- |
| **Ex. No.:16** | **Hashing** | **Date: 29/5/24** |

**Write a C program to create a hash table and perform collision resolution using the following techniques.**

1. **Open addressing**
2. **Closed Addressing**
3. **Rehashing**

**Algorithm:**

**Step 1:**We know that hash functions (which is some mathematical formula) are used to calculate the hash value which acts as the index of the data structure where the value will be stored.

**Step 2:**So, let’s assign

“a” = 1,

“b”=2, .. etc, to all alphabetical characters.

**Step 3:**Therefore, the numerical value by summation of all characters of the string:

“ab” = 1 + 2 = 3,

“cd” = 3 + 4 = 7 ,

“efg” = 5 + 6 + 7 = 18

**Step 4:**Now, assume that we have a table of size 7 to store these strings. The hash function that is used here is the sum of the characters in **key mod Table size**. We can compute the location of the string in the array by taking the **sum(string) mod 7**.

**Step 5:**So we will then store

“ab” in 3 mod 7 = 3,

“cd” in 7 mod 7 = 0, and

“efg” in 18 mod 7 = 4.

**Program:**

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high)

 {

    int l1, l2, i;

    for (l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) {

        if (a[l1] <= a[l2])

            b[i] = a[l1++];

        else

            b[i] = a[l2++];

    }

    while (l1 <= mid)

        b[i++] = a[l1++];

    while (l2 <= high)

        b[i++] = a[l2++];

    for (i = low; i <= high; i++)

        a[i] = b[i];

}

void sort(int low, int high)

 {

    int mid;

    if (low < high) {

        mid = (low + high) / 2;

        sort(low, mid);

        sort(mid + 1, high);

        merging(low, mid, high);

    } else {

        return;

    }

}

int main()

{

    int i;

    printf("List before sorting\n");

    for (i = 0; i <= max; i++)

        printf("%d ", a[i]);

    sort(0, max);

    printf("\nList after sorting\n");

    for (i = 0; i <= max; i++)

        printf("%d ", a[i]);

    return 0;

}

**Output:**

![](data:image/png;base64,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)

**Program2: Closed addressing**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node

{

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value)

{

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

}

int search(HashTable\* hashTable, int key)

 {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1;

}

void delete(HashTable\* hashTable, int key)

 {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        return;

    }

    if (prev == NULL) {

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

}

void freeTable(HashTable\* hashTable)

{

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main()

 {

    HashTable\* hashTable = createTable(10);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 12, 30);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 12: %d\n", search(hashTable, 12));

    printf("Value for key 3: %d\n", search(hashTable, 3));

    delete(hashTable, 2);

    printf("Value for key 2 after deletion: %d\n", search(hashTable, 2));

    freeTable(hashTable);

    return 0;

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASQAAABYCAIAAADTDB21AAAAAXNSR0IArs4c6QAACnNJREFUeF7tnbGO6jgUhrOrfQoUjXTbPABC00w1FR0FDQV1qqGjoE4x3aWipqChoKOaappRxAOkvdIoymvsHjtx4oQ4cYhNZmb/aHW1DPbx8Wcf2wn+Y8fBBQIgAAIgAAIgAAIgAAIgAAIgAAIgAAIgAAIgAAIgAAIg8IMI/JXXZf/2NmIfLr+fN2dnGrytxuxjcnpZ7iJFjUWqxkR9aU2D/WrMXXOSy+8lOWfq4u5b9N3zpr+eHueTsRM2QGyvTYMdzw/Wk/FolCSnV3U7tReBFHcmQL3a94oyPX8fSB+VzlC6Uj6zXjPrWm7cVqxV3zOXKlxvc5RyXduR/zINgunNppHxHgT+lgo5f8STRd5g08UkPGRT2tQPaOJj1z7wW5qUooPSpQ1PUwfLk4ewR70jtcMMtUYyy76djUbjbZbHF97SgC4c2hcO5cVl/u51u1/qc+FrrZ9Zoqw2+adbW8njbHQ9rC1l+uiG72LV8Sd2HxFtt7bGAPnYZJY1WHkY9TwRGdShKx3kemaTzJTGYz+Q5ijq0EEePOq6cuuVr0vTEQsMKW5ZwNFcOGUOe/zfxis1xYKT5cmSKv0sFVWqZVMh9TNb92C7slN15wrUAF0IRaoJyDOb40S70J2znuv5czcsbtW8p8U6G/rn7q04PX8yFnMUGduuxmP3lqGY7MTHwreITchPUlCxu5fNOaIRP+L/tlyjyfpt5X7wPDxpg5/nQ5jP/Xzm73H/GG2e6TJ4B9pWUXw/NIFysDnO7sh6rvfE+rPwbRps6eML6xvPz69hcqPP0WecnFIj4voSXS2OL4n7+CuvVZOf0e7oiNHIkSL+RiS9s43cwm/HiT97G4QBiwSqweacD/FkvZ7ExaDtPbhJ/P6HDfve1F9M0geDLZf7wOYaSk9PEkVSNgVJd1htJlTf59NvmsAr3bl0N5rEh82SQqi4wWv0k09uPmHoNa0xv/vfs50PJ4dzposm2vijx0TbHRxydCVQPPrPc9K9yNopPUemv9BzCkqQXE40861mDv89IP95IM+a/mzAAiBY88f19Kw+dFaz/Pl6/gV9lSTx8VWs3Wr9pscWvFhxCfNsqResZ/z3AHrmfVzueC+r+lMkV1DJH/1/Lio/dDT6ybI5WU0beVcdool9Ka0XWJmtPtZVTLJDILYzNpxZ/AWja59CehAwRsDUo3xjDsHQ9yBQM7N9D8eH8FKaqTCRDNEAKBMEQAAEQAAEQAAEQAAEQAAEQAAEQAAEQAAEQAAEQECDAPRsVh/i51o82g7wulHqAlsbSmkHerZWdl8zAfRshtuFSfFSKYHHZXm3bLtmuZV2oGcz3GJ2zUHPxmPBjp5ttxRSgih6DysN2WFvpMoO9Gx2g8OudejZOF/DerY0mqtq9g7BVjR62Q70bHbDwbR16Nns69nYfZVLu6XL2rruerZ6O6Z7BOxZIwA9m2NVz8be37D4PPR+TZHCDvRs1iLDgmHo2ezp2XiAOCzQaE67eomC/jJSaQd6NgsRYdEk9Gzs0b8VPVuuAhTNV9aupRICDT1box3o2SwGB0wPTwB6tuHb4Ft6AD1bh2aDnq0DLCQFARAAARAAARAAARAAARAAARAAARAAARAAARAAARAYiAD0bBb1bOpz1Uzp3Ngrquf8bbUVwRx0bgMFlG6x0LPpkuqW7upHcFM6N64BEKcOyboC6Ny6tdCdUkPPxkBb0rOp2tCUzi0iQ+mb18sXdG53ip5exUDPxvEZ1rM1bO8yoHMTpzJKOnDo3HpFgbXM0LPZ17OpGs+Mzo2mt+fnl5eQzuFpP8vVWj+CYQ0C0LPZ1bM1BJoRnVtmP4p2h9CZPInioHPT6Pt3TwI9mz09W2OgGdC5SS8CokO6FrOROAwROre7x5FWgdCzWdOzXR8Yl56rZkrnxh7seP5CnFN3+S0fdgedm1b3R6KvTgB6tq/eQl/UP+jZOjQM9GwdYCEpCIAACIAACIAACIAACIAACIAACIAACIAACIAACIDAQASgZ7OoZ6NfnVV6MyPNrdbLGTEPIxYJQM9mGK5Sb2a2HPzIbpanNWvQszG0lvRsKr0Zb039d/1ba3wYHpIA9GycvlE9W43ezHCwYWYbMmY6lA09m209m0pvpn8+G+0Sq1w3HxjcoWcgqXEC0LPdRc9W1Zt1asfz5rlybWrehdDJJBIPQQB6Not6tuLFPmW9meFl5BD9BmXeQAB6Not6tga9mRC7aZzPpm5VSYXAE6V6OVwg8HMI4IHEz2nLu9YEerYOuKFn6wALSUEABEAABEAABEAABEAABEAABEAABEAABEAABEAABAYnsM/236X77vL9eI0vkBeprL5lnn7WElsD92Y3BXL37+P7Puj9In57HDT6XoaqJaXR/kDGrLaNRq2zJKQbnPrBfm/SH+jZ9PlrpTR1DhsrjGnjAu+qWN/w+NNQL9Y9dKpdczKPOtsd/dfxvTFN780M0LNlPTmbPNOx1CtmkWJKElqZdIrKPzW0T+M5bHX52PiZOkLFZqccZsuM7Ww0Gm+zL3mn5x7MRuOVmPeLab/Wf7FcoSpm5bQGamGnnFRhX4lCzbPef+UMSW9VF4DEMZBpQ+yDglwBjmPimgmzS6LecZu1n/CqHMaeJwZV4lBx/Hokk2RxrIXzxYBSJ9bgPLde+V4+ZJMHhrREY+1Ec8CUOezxfxuv1BRfJFCeLKlRPRu3qTvaqznXcSDDtTNDE+cOfAhszoSHi2iI5na8rmtD+oaZrcYOb6zsktqdxZtwlfwsLz7NBVvvme2fUleMdqFLrp53jj93w2WUV+xpsd6yk5tps2vixLcFtudPxuPZ25uU+0KDUGe1CNmJj4Vv0fkj3j95u0h4m5xel7v0wzmvgdplpmebxb9fliJxg5/nQ7hfTHdc4TJdTMKD1rbf7By2Tbsz3j046/Jh55ceBJSIqj5fZwNHt3a8S7tfjpvUVeoN8we5tZluUK/DVvd1O06vbeLXhULPZlfPxtY9i8/DUkeBNg22NIy8pNq11zDR6yJXqaLPmLb/ly6d0rVL62q/a3ptR0wntK4bhJ7Nnp6NB5ryHLarruI9uEn8/oeNz+ylXBO+kGi/3IfsHpLWeekTFBrcJ/nB9u0GVCmYmYVYWtP5b7lDXe03p7/2X+EQW3bN5WUkzbzvGquFr3PPBj2bNT1byzlsNV0qz5FcTsd4spo5pxe2IqZbkpkcetLqhu5c1iu+wE/kA9qKP9O6P4mP/Oi26jKpfZFUsn50VqtxJpnTsi8tw2rTMwJ1/jcs59iKfJZWNzkdlztaz+fQWHWc4G01Zt+m4NiVWmuva8OoBN3g7UN235y9b5T7OoD835MA9Gwd2g16tg6wkBQEQAAEQAAEQOCHE8Ay8oc38P2q96+iKHQxAebq0f/9GgclgcD/iwCC7f/V3qjtgAQQbGbg51ttpS2WZiwPbkV3X+fgjv4kBxr1RXp6J7YrOd/VLu8RFvvQ+Xb3Yq+pUkek2o5OP3Ey3RHbiyxtTm7QI9WmF63GK1Xedi1VIN+3nG7Az/QC9H/md5h30YmZFelJIrq2etE9W+1/PykG+tXlPz/J/hQeW+hGAAAAAElFTkSuQmCC)

**Program3: Rehashing**

#include <stdio.h>

#include <stdlib.h>

typedef struct Node

 {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable

{

    int size;

    int count;

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value)

 {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size)

 {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->count = 0;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i < size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size)

{

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value)

 {

    if ((float)hashTable->count / hashTable->size >= 0.75) {

        rehash(hashTable);

    }

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

    hashTable->count++;

}

void rehash(HashTable\* hashTable)

 {

    int oldSize = hashTable->size;

    Node\*\* oldTable = hashTable->table;

    int newSize = oldSize \* 2;

    hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize);

    hashTable->size = newSize;

    hashTable->count = 0;

    for (int i = 0; i < newSize; i++) {

        hashTable->table[i] = NULL;

    }

    for (int i = 0; i < oldSize; i++) {

        Node\* current = oldTable[i];

        while (current != NULL) {

            insert(hashTable, current->key, current->value);

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(oldTable);

}

int search(HashTable\* hashTable, int key)

{

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1;

}

void delete(HashTable\* hashTable, int key)

 {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        return;

    }

    if (prev == NULL) {

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

    hashTable->count--;

}

void freeTable(HashTable\* hashTable)

 {

    for (int i = 0; i < hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main()

{

    HashTable\* hashTable = createTable(5);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 3, 30);

    insert(hashTable, 4, 40);

    insert(hashTable, 5, 50);

    insert(hashTable, 6, 60);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 3: %d\n", search(hashTable, 3));

    printf("Value for key 4: %d\n", search(hashTable, 4));

    printf("Value for key 5: %d\n", search(hashTable, 5));

    printf("Value for key 6: %d\n", search(hashTable, 6));

    delete(hashTable, 3);

    printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));

    freeTable(hashTable);

    return 0;

}

**Output:**

|  |  |
| --- | --- |
|  |  |